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ABSTRACT
Context: Software development is a knowledge-intensive activity,
and its success in an organization relies deeply on knowledge shar-
ing. Knowledge management challenges are often increased in agile
environments, which involve a lot of tacit knowledge, commonly
acquired through experiences and hard to be made explicit. There-
fore, knowledge sharing among practitioners is crucial. However,
identifying suitable experts to share specific knowledge is not triv-
ial. It involves not only discovering the individuals with the desired
knowledge but also considering other factors that may improve the
expert responsiveness, such as social connections and availability.
Objective: Considering the important role experts play in knowledge
sharing, we decided to investigate approaches that help identify
experts that can share knowledge in software development. Our
goal is to provide a panorama of the existing approaches and shine
a light on research opportunities. Method: We carried out a system-
atic literature mapping and analyzed 17 publications. Results: The
results show that most approaches have relied on code repositories
as a source of evidence for identifying experts and, consequently,
focus on supporting developers and aiding in the codification activ-
ity. Additionally, expert identification has been mostly automated,
and factors beyond possessing the desired knowledge have often
been disregarded. Conclusion: Although there are several expert
identification approaches, there has been a lack of concern with fac-
tors that influence reaching the most suitable expert for a specific
situation (e.g., considering the characteristics of the person seeking
knowledge). Moreover, there is a need for deeper reflection on how
to better explore different artifacts as sources of expert evidence
and how to combine them to improve expert identification.

CCS CONCEPTS
• Software and its engineering → Software development pro-
cess management; • Information systems → Information
retrieval.
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1 INTRODUCTION
Knowledge is a human specialty stored in people’s minds, acquired
through experience and interaction with their environment [42].
Historically, organizations’ knowledge has been often undocu-
mented, being represented through the skills, experience, and knowl-
edge of its professionals, typically tacit knowledge [40], which
makes its use and access limited and difficult [36].

Software development is a complex and knowledge-intensive
activity. Agile software development methods, with their focus
on tacit knowledge, have increased the importance of knowledge
resources and knowledge sharing. Sharing experiences and knowl-
edge can enhance teams’ ability to handle uncertain and ambiguous
situations, which is essential for the success of software projects
[46]. Considering the importance of knowledge sharing and that
there is a lot of knowledge available only in the minds of individuals,
identifying who possesses the desired knowledge is crucial.

The individual who possesses knowledge and displays exper-
tise in a specific domain is known as an expert. There are several
definitions for expert in the literature, such as an individual who
has skills in his domain of expertise [50]; an individual who has
a great deal of knowledge and displays comprehensive skills in a
specific area [23]; and a person who has the best knowledge and
experience in particular topic [32]. In this work, we consider that
experts are people who have knowledge of a subject and may have
different levels of expertise. Moreover, along the text we use the
term knowledge in a broad way, considering it a mix of theoretical
knowledge, expertise, skills, and other assets that are often stored
in people’s mind and are therefore difficult to codify [10][17].

Identifying experts in software organizations is a challenging
task, especially when it comes to the context of large-scale dis-
tributed software projects [25, 26, 43]. Individuals can seek out a
particular knowledge by asking people and following a trail of refer-
rals until they locate the appropriate expert [8]. This approach can
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incur significant costs, such as effort repeated by different people
looking for the same answers, and miscommunication that leads
to taking the advice of not-so-expert experts who happen to be
found quickly [8]. Moreover, knowledge possession is not the only
factor that influences expert responsiveness. Other factors are also
important, such as time availability [29], communication skills, and
interest in building reputation [49].

Considering the important role that experts play in software
development and also motivated by the difficulties faced by two of
the authors when looking for experts that could share knowledge of
some topics, we decided to investigate approaches that help identify
experts to share knowledge in the software development context.
Therefore, we performed the mapping study presented in this paper.
A mapping study is a secondary study designed to give an overview
of a research area through classification and counting contributions
in relation to the categories of that classification. It makes a broad
study on a topic of a specific theme and aims to identify available
evidence about that topic [38]. The panorama provided by a map-
ping study allows identifying issues in the research topic that could
be addressed in future research.

Before deciding to carry out our study, we searched the literature
looking for secondary studies investigating expert identification.
The one closest related to ours is the work by Husain et al. [17],
which investigated expert finding systems in general (i.e., regardless
the application domain). Other works, such as [23] and [6], studied
some expert identification methods by analyzing their underlying
algorithms and models (without adopting rigorous procedures of
systematic reviews to conduct publications search, selection, and
data extraction). Although the aforementioned studies address the
expert identification subject, none of them regards the software
development domain and, thus, do not address specific questions
of this context, such as software development activities and roles
supported by the approaches. Moreover, we are interested in works
presenting expert identification approaches and that to some degree
are concerned with knowledge sharing.

In our study, we analyzed 17 different expert identification ap-
proaches proposed to the software development domain. The results
revealed a predominance of automated approaches that use code
repositories as a source to identify experts aiming at helping de-
velopers with implementation issues. Although there have been
several approaches, factors beyond the knowledge possession itself
have not been a concern to reach the most suitable expert for a
specific situation. For example, the characteristics or context of the
person interested in the expert’s knowledge (i.e., the seeker) have
not been considered in most approaches. Moreover, there is a need
for deeper reflection to make the most of different artifacts that can
be sources of expert evidence.

This paper is organized as follows: Section 2 provides a brief
background for the paper; Section 3 presents the research protocol
used in our study; Section 4 summarizes the obtained results; Sec-
tion 5 discusses the results; Section 6 regards the limitations of the
study; and Section 7 presents our final considerations.

2 BACKGROUND
Knowledge is a mix of experience, values, contextual information,
and expert insight that provides a framework for evaluating and

incorporating new experiences and information [10]. It can be ex-
plicit or tacit. Explicit knowledge is structured and formal [44].
Consequently, it can be easily communicated and shared. On the
other hand, tacit knowledge is hard to formalize and communicate
to others since it is highly personal [34]. The interactions between
individuals enable the creation of new knowledge through a con-
tinuous conversion between tacit and explicit knowledge [34].

In order to effectively handle knowledge in an organization, a
knowledge management (KM) approach is necessary. KM is the
process of capturing, distributing, and effectively using knowledge
to achieve organizational goals. It involves creating an infrastruc-
ture and culture that supports the creation, sharing, and use of
knowledge by individuals [2]. In particular, knowledge sharing is
the process of transferring knowledge between individuals, groups,
or organizations [2]. Codification and personalization approaches
can support knowledge sharing. The former focuses on explicit
knowledge, aiming to systematize and store knowledge. The latter,
in contrast, focuses on tacit knowledge and involves creating a
repository of information on knowledge sources (e.g., yellow pages)
to facilitate knowledge sharing within the organization [14]. As the
name suggests, personalization approaches rely on personal inter-
action. They require identifying who has specific knowledge and
promoting knowledge sharing between the person who possesses
the desired knowledge (the expert) and the person interested in
that particular knowledge (the seeker).

Although nowadays there is a huge volume of data and informa-
tion available, people often need to consult an expert to determine
ways to solve their problems, i.e., people still seek the knowledge
and guidance of an expert, and require comprehensive information
regarding experts who can answer their questions [17]. This kind of
knowledge sharing depends on finding a suitable expert, i.e., who
possesses the desired knowledge and is willing to share it. Finding
experts is an important task and has attracted much attention [23].

In software development, developers often rely on past experi-
ences to recall similar tasks and identify the most knowledgeable
individual for help. However, as the amount of tasks and artifacts
increases, manually browsing this history becomes challenging.
Therefore, there is a need for efficient methods to leverage knowl-
edge and experience and support knowledge sharing in software
development contexts [24].

The data overload problem and the specific nature of the experts’
knowledge can hinder people from finding experts with the knowl-
edge they require. Expert finding systems have been proposed to
address this issue. They are information retrieval systems that iden-
tify candidate experts and rank them based on their expertise in a
given subject [6, 17]. In these systems, expertise is extracted from
evidence recorded in sources such as publications, reports, projects,
homepages, social networks [5], and source code repositories[4, 37].

3 RESEARCH PROTOCOL
Given the challenges involved in knowledge sharing, particularly
regarding the identification of suitable experts to share specific
knowledge, we decided to carry out a mapping study aiming to
investigate how experts have been identified in the software devel-
opment context. We followed the process defined in [20], which
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includes three phases: planning, when the research protocol is de-
fined with the purpose of supporting study replicability as well
as helping researchers to avoid bias when conducting the study;
conducting, when the protocol is executed and data are extracted,
analyzed and recorded; and reporting, when the results are recorded
and made available to potentially interested parties.

The study goal was to investigate approaches that help identify
suitable experts to share knowledge in the software development
context. For achieving this goal, we defined the research questions
presented in Table 1.

The search string adopted in the study contains three parts
joined with the operator AND. The first part includes terms re-
lated to expert identification joined with the operator OR to allow
synonyms. The second and third parts aim to restrict the scope
to knowledge sharing in the software development context. For
establishing the string, we performed tests using different terms,
logical connectors, and combinations among them, and we selected
the string that provided better results in terms of the number of pub-
lications and their relevance. More restrictive strings (for example,
some including "knowledge sharing" or "knowledge transfer" in the
second part or "software development" in the third part) excluded
important publications identified during the informal literature
review that preceded the study and that were used as control publi-
cations. More comprehensive strings (e.g., those separating terms
put together in the first part of the string) returned too many publi-
cations out of the scope of interest. We used two papers ([35, 45])
identified during the informal literature review that preceded the
systematic mapping as control publications to help us define the
string. The search string used in the study is the following: ( "expert*
identification" OR "who knows what" OR "expert* retriev*" OR "ex-
pert* find*" OR "expert* locat*" OR "expert* recommend*" OR "expert*
discover*" OR "finding expert*" ) AND "knowledge" AND "software".

Scopus and Engineering Village digital libraries were used as
sources of publications. Scopus is amajor database of peer-reviewed
literature that indexes papers from other sources like IEEE, ACM,
and Science Direct. Engineering Village is also a citation indexing
platform, which indexes complementary sources.

Publication selection was performed in five steps. (S1) Pre-
liminary Selection and Cataloging: the search string was applied
in the search mechanism of each digital library considering the
title, abstract, and keywords. (S2) Duplications Removal: publica-
tions indexed in both databases were identified and duplications
were removed. (S3) Selection of Relevant Publications – 1st filter :
the abstracts were analyzed considering the following inclusion
(IC) and exclusion (EC) criteria: (IC1) the publication addresses
approach that helps identify experts to share knowledge in the
software development context; (EC1) the publication is a secondary
study, a tertiary study, an editorial, a summary, proceedings or a
short paper. (S4) Selection of Relevant Publications – 2nd filter: the
full text of the papers was analyzed considering IC1, EC1, and the
following additional criteria: (EC2) the publication is not written
in English; (EC3) the publication is an older version of a publica-
tion already considered; (EC4) it was not possible to have access
to the full text of the publication. (S5) Snowballing: as suggested in
[20], the references of publications selected in S4 were analyzed by
applying the first (S3) and second (S4) filters and, the publications

presenting results related to the research topic were included in the
study. This step was repeated until no new publication was found.

We used the StArt tool1 to support publication selection. To con-
solidate data and support data extraction, publications returned
in the publication selection steps were cataloged and stored in
spreadsheets. We defined an id for each publication and recorded
the publication title, authors, year, and vehicle of publication. Data
from publications returned in S4 were extracted and organized into
a data extraction table oriented to the research questions.

The first author performed publication selection and data ex-
traction. The second author reviewed both. Once data has been
validated, the first and the second authors carried out data inter-
pretation and analysis. Quantitative data was tabulated and used
in graphs and statistical analysis. The third author reviewed the
results. Discordances were discussed and resolved. Finally, the three
authors performed qualitative analysis considering the findings,
their relation to the research questions, and the study purpose.

4 DATA EXTRACTION AND SYNTHESIS
Searches were conducted for the last time in March 2023 and the
study considered papers published until 2022. The followed process
and the number of publications selected in each step are presented
in Figure 1.

Figure 1: Publications selection

In the 1st step (S1), we performed a search in Scopus and En-
gineering Village using the defined search string. As a result, 101
papers were identified. In the 2nd step (S2), 7 duplicated papers were
removed which represents a reduction of approximately 6.9% from
the initial number of papers. In the 3rd step (S3), we applied criteria
IC1 and EC1 considering the abstract. This reduced the number of
papers to 56, representing a reduction of approximately 40.4% from
the previous step. In the 4th step (S4), the selection criteria were
applied considering the full text, resulting in the identification of
15 relevant papers – which represents a reduction of approximately
73.2% from the 3rd step, and a total reduction of approximately
85% from the initial quantity of papers. Finally, in the 5th step,
we performed snowballing by checking the references of the 15
selected publications and identified two more publications, which
in total added up to 17 publications. Detailed information about the
selected publications, including a brief description and extracted
data, can be found in our study package [7].

It is important to emphasize that this study focuses on publica-
tions presenting approaches that support expert identification to
share knowledge in the software development context. Thus, publi-
cations presenting expert identification methods that not used on
the software development or did not mention knowledge sharing
1https://bit.ly/3bW3Mo6
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Table 1: Research questions and their rationale

ID Research Questions Rationale

RQ1 When and in which type of vehicle have the
papers been published?

Provide an understanding of when and where (journal/conference/workshop)
publications addressing expert identification in the software development con-
text have been published, to analyze if the research topic has been addressed
frequently and if it has been the target of mature or emergent research.

RQ2 What type of research has been done?
Investigate which type of research is reported in each selected paper, by consid-
ering the classification defined in [51]. This question, together with RQ1, helps
evaluate the maturity of the research topic.

RQ3 Which artifacts have been used as sources for
identifying experts?

Identify artifacts that have offered evidence that helps identify experts and
investigate the comprehensiveness of the set of artifacts used with that purpose.

RQ4 Have experts been identified automatically? Understand if there has been a concern with supporting expert identification
automatically or if the approaches have relied on manual effort.

RQ5

Have the approaches been concerned with
recommending the most suitable expert for
a particular user/situation? If so, have they
considered non-technical aspects?

Investigate if, besides identifying experts, the approaches have covered recom-
mending the most suitable ones for a situation and verify if they have considered
aspects such as proximity, seniority, availability, and willingness to answer,
among others.

RQ6 Which roles (e.g., developer, project manager)
have been supported by the approaches?

Identify which roles have been the seekers of experts in the proposed approaches
(i.e., the roles that need knowledge shared by experts) and investigate if some
roles have been predominant.

RQ7 Which processes/activities have been sup-
ported by the proposed approaches?

Verify if the approaches have been proposed to support the software life cycle
as a whole or if they have focused on specific processes/activities (e.g., planning,
implementation). In the last case, identify the processes/activities (taking [11]
as a reference) that have been the focus of the approaches and verify if some of
them have received more attention while others have not been considered.

RQ8
Have the approaches used any conceptual
ground (e.g., knowledge theory, taxonomy,
ontology)?

Investigate if the approaches have been grounded in any formal conceptualiza-
tion and the purpose of using it.

were not captured, even if they could be applied in that context.
For example, some works related to information retrieval address
expertise identification from data extraction and present algorithms
or models for this purpose. Works of this type were not the target
of our study, because although they are related to expertise identi-
fication, they do not address expert identification for knowledge
sharing in the software development context.

The selected publications are presented in Table 2. In the follow-
ing, we present the data synthesis for each research question.

Publication year and type (RQ1): Figure 2 presents the num-
ber of publications over the years and their vehicle of publication.
The main vehicle of publication has been conferences, with 10 pub-
lications (58.8%). Journals accounted for 4 publications (23.5%), and
workshop accounted for 3 publications (17.7%).

Research type (RQ2): Table 3 shows the number of publica-
tions considering their research type according to the classification
proposed in [51]. All the 17 selected publications propose a solu-
tion to a problem and argue its relevance, i.e., they are classified as
Proposal of Solution research. 12 of them (70.6%) present some kind
of evaluation. From these, six (35.3%) were evaluated in practice
(i.e., also classified as Evaluation Research) and six (35.3%) evaluated
characteristics of the solution not yet implemented in practical
settings (i.e., Validation Research).

Sources for identifying experts (RQ3): We identified eight
sources of evidence used to identify experts, as shown in Figure 3.

Figure 2: Publication year and vehicle

Code repository was used in 10 publications (58.8%), being the most
used source. It was followed by electronic documents and mailing
systems, used in four publications (23.5%) each. Ticket systems
and chats were used in two publications (11.8%) each, and online
forums, Question & Answering tools (e.g., Stack Overflow), and
employee database were used in only one publication (5.9%) each.
The sum of the values is greater than the number of investigated
publications because some of them use more than one source for
expert identification. Also, publication #5 does not inform the used
source, and #13 uses a different approach (manual assessment).
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Table 2: Selected publications

ID Brief Description Ref.

#1 Presents an approach based on a bot that identifies experts based on keywords (e.g., considering the number of times
that a keyword is mentioned, the number of sent messages including the keywords). [35]

#2 Presents an approach that uses data from Questions & Answers (Q&A) websites to profile users and recommends experts
for answering a question. [15]

#3 Uses knowledge models to help identity which developers (expert candidates) have more knowledge of specific elements
of software projects. [24]

#4 Proposes a collaborative network based on code review data retrieved from GitHub. To identify experts, it considers not
only the specific knowledge but also expertise in collaboration on the required topics. [41]

#5 Proposes a mobile application to support expert locations for global software development environments. [9]

#6 Proposes an expert recommendation method based on knowledge embedding, which recommends appropriate experts
for developers. [13]

#7 Presents a framework for identifying experts by eliciting developers’ expertise in software components using complexity
analysis of source code. [47]

#8 Presents an approach that combines natural language processing techniques, machine learning, statistical and search-
based techniques to find experts in the open-source software context. [31]

#9 Introduces the concepts of degree of knowledge (amount of expertise of candidate experts) and social relative importance
(the social factor between the candidate experts and a query issuer) to recommend suitable experts. [3]

#10 Introduces a degree-of-knowledge model that identifies experts by computing developer’s knowledge based on devel-
oper’s authorship and interaction data. [12]

#11 Uses the developers’ mailing list and source code history to support finding experts during coding. [30]
#12 Presents an approach that identifies experts based on the interaction of individuals with software artifacts. [19]

#13 Presents an approach that provides a list of experts to meet users requests. The list is based on manual assessment of
friendship and skill information. [45]

#14 Proposes an approach to build expert finder systems, supporting the adaptation of the search strategy according to the
organization’s needs. [16]

#15 Presents an approach for identifying experts by using sensitive data and preserving privacy. [1]
#16 Proposes a tool that allows identifying the most knowledgeable person related to a tool, language, and release version. [28]

#17 Proposes an approach that uses social structures on GitHub (following-followed, watching, and collaboration networks)
and programming behavior for identifying experts. [27]

Table 3: Research Type

Research Type Publications Total %
Proposal of Solution #5, #7, #8, #14, #15 5 29.4%
Proposal of Solution &
Evaluation Research #1, #4, #9, #10, #12, #16 6 35.3%

Proposal of Solution &
Validation Research #2, #3, #6, #11, #13, #17 6 35.3%

Automated Support (RQ4): There has been a predominance
of publications that identify experts automatically. 15 approaches
(88.2%) provide automated support. Only one approach (5.9%) re-
quires that the individuals manually report their expertise and
knowledge seekers input data evaluating expert candidates. One
publication (5.9%) does not make clear whether there is automated
support. Table 4 summarizes the publications considering the auto-
mated support aspect.

Use of non-technical aspects for recommending experts
(RQ5):Most publications (12, i.e., 70.6%) are concerned with identi-
fying experts and recommending the most suitable ones. However,

Figure 3: Sources for identifying experts

only three of them (17.6%) consider non-technical aspects (e.g., pre-
vious collaboration and friendship relations) for recommending
experts. Five publications (29.4%) identify experts but are not con-
cerned with recommending the most suitable one for the seeker’s
needs. Table 5 summarizes these results.

Supported Roles (RQ6): Seven approaches (41.2%) aim at iden-
tifying experts to satisfy developers’ needs (i.e., the developers
are the expert seekers). Two approaches (11.8%) address managers’
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Table 4: Automated support

Automated
support Publications Total %

Yes #1, #2, #3, #4, #6, #7, #8, #9, #10, #11,
#12, #14, #15, #16, #17 15 88.2%

No #13 1 5.9%
Undefined #5 1 5.9%

Table 5: Recommendation based on non-technical aspects

Use non-technical
aspects Publications Total %

Yes #6, #9, #13 3 17.6%

No #1, #2, #5, #7, #10, #11,
#14, #15, #16 9 53%

Do not recommend #3, #4, #8, #12, #17 5 29.4%

needs, while nine publications (52.9%) do not make explicit the sup-
ported roles. Some publications mention more than one supported
role. Table 6 indicates the roles supported by each publication.

Table 6: Supported roles

Role Publications Total %
Developer #6, #8, #9, #10, #11, #14, #16 7 41.2%
Manager #12, #16 2 11.8%
Undefined #1, #2, #3, #4, #5, #7, #13, #15, #17 9 52.9%

Supported processes/activities (RQ7): Table 7 presents the
processes/activities (based on [11]) supported by the approaches.
Most publications (14, corresponding to 82.4% of the total number)
are not focused on specific activities and can be used to support
the software process according to the seeker’s needs. The Imple-
mentation process is the target of two publications (11.8%). Human
Resource Management is the focus of one (5.9%). One publication
(5.9%) considers the use of experts to support Systems/Software
Requirements Definition. The total value in Table 7 is higher than
the number of investigated approaches because some of them are
related to more than one activity.

Table 7: Supported processes/activities

Process/Activity Publications Total %
Implementation #10, #16 2 11.8%
Human Resource Management #10 1 5.9%
Requirements Definition #8 1 5.9%

General

#1, #2, #3, #4, #5,
#6, #7, #9, #11,
#12, #13, #14, #15,
#17

14 82.4%

Use of conceptual ground (RQ8):Most approaches (14, cor-
responding to 82.4%) do not use any conceptual ground to help
structure knowledge or help identify experts. Ontology is used
in two approaches (11.8%) while taxonomy is considered in one
approach (5.9%). Table 8 summarizes these results.

Table 8: Conceptual ground

Conceptual
ground Publications Total %

Ontology #8, #14 2 11.8%
Taxonomy #5 1 5.9%

None #1, #2, #3, #4, #6, #7, #9, #10, #11,
#12, #13, #15, #16, #17 14 82.4%

5 DATA ANALYSIS AND DISCUSSION
In this section, we provide additional information about the ana-
lyzed approaches and discuss the obtained results.

Looking at when the studies were published (RQ1), we can notice
that the topic has been addressed for around 20 years but the num-
ber of publications per year is low (0.8 from 2002 to 2022) and there
is no publication on the subject in some years (2004-2006, 2009,
2011-2013, 2016, 2022). Although research on this topic has been
frequent in the last years, the big picture suggests that the topic
can be further explored. Concerning the research types (RQ1), there
is a low percentage of journal publications (23.5%), which generally
require more mature works. Therefore, this fact can be seen as a
reinforcement that research on this topic is not mature enough yet.

Results related to research type (RQ2) show that although around
70% of the works included some kind of evaluation, only half of
these proposals were used in practical settings (around one third
of all identified approaches). Several approaches were evaluated
using actual data from repositories to identify experts, but their
implications in real scenarios have not been explored yet. This
can be a sign of difficulty in applying the proposed approaches in
industry, which reinforces that research on this topic is not quite
mature enough yet and there seems to be a gap between theory
and practice that can be further explored.

Concerning the sources used to provide expert evidence (RQ3), code
repositories have been the one most used. This is not a surprise,
because every developer produces code, which is the main product
in the software development context. Also, especially in the context
of GIT repositories, additional information is provided through pull
requests comments and commit messages, which contributes to
obtaining information about the person who produced the code.
However, using data from code repositories introduces a concern
with the level of expertise. The existence of results produced by a
developer (e.g., code related to a specific library) is not enough to
state that that developer is an expert on the subject. The individual
can indeed have knowledge of that activity or technology, but may
not be an expert on that. Thus, using limited data to consider a
developer an expert contributes to identifying not-so-expert experts
and not meeting the seeker needs (or even propagating unsuitable
knowledge) [8]. Therefore, additional data and rationales should
be considered to reach an accurate expert identification.
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Electronic documents and mailing systems have been the sec-
ond most used sources of expert evidence. For example, in #14, a
database of internal technical reports is used, and a component is
responsible for establishing a link between documents and their
authors, ranking them according to metrics such as document age.
In #8, in turn, experts are identified by ranking the participants
engaged in a set of discussions in mailing lists according to their
intentions manifested by speech-acts. Some publications consider
not only documents from office suite applications (e.g., Microsoft
Word, LibreOffice Writer) as electronic documents, but also any
kind of textual information in other formats (e.g., pages in wikis).
Ticket systems have also been used. This kind of tool is commonly
used for registering requirements (e.g., user stories) and bugs, and
for tracking developers’ activity towards these items – e.g., assignee
developer, time spent, among other information. This information
helps expert identification and is often deeply related to the coding
activity (it is even possible to define explicit links between a user
story and a commit, for example). Question-answering systems,
chats, online forums and employee databases have also offered
evidence for expert identification.

Although different types of artifacts have been explored, the
predominance of code repositories suggests that the approaches
have preferred the use of artifacts that stores data in a structured
way and that contains a good amount of data. This certainly makes
it easier to capture and analyze data providing evidence of people’s
expertise. However, other sources could be deeper explored. For
example, due to the COVID-19 pandemic, organizations changed
the way people work and communicate. There was an increasing
use of tools such as mailing, chats (including message exchange
applications), and shared digital boards, among others. Although
the pandemic is over, some practices remain and will probably be
kept in the organizations. Thus, there is an opportunity to leverage
expert identification considering such artifacts. We also believe
that other sources can be more explored, such as post-mortem
documents, CI/CD logs, and incident management tools. For ex-
ample, incident management tools and post-mortem documents
gather valuable data about incidents: related infrastructure compo-
nents and applications, applied workaround, root cause, definitive
solution, and individuals who provided the workaround and the
definitive solution, among other data. Then, it would be possible
to relate/integrate these data and, when a critical incident occurs,
recommend key individuals (experts) for sharing knowledge of how
to mitigate its impact and provide a definitive solution. CI/CD logs,
in turn, record data about builds and deploys (failed or successful),
which could be used to identify individuals that usually fix breaking
builds and recommend them as CI/CD experts (or even recommend
an expert based on a specific error). Moreover, it is important to
consider more than one source, so that they can complement each
other and provide a more complete and accurate view of experts.
This is the case of works such as #3 and #11. In this context, it is
important to reflect on the weight of evidence provided by each
source. Furthermore, there must be a concern with how to properly
integrate evidence from different sources.

By analyzing how the approaches have identified experts (RQ4), we
noticed that only one (#13) relies on knowledge manually reported
by individuals and manual evaluation of experts. The approach

authors argue that even though asking users to provide skill in-
formation is a sensitive issue, most people are willing to perform
the extra work once they perceive they will benefit from expert
identification. All the other works identify experts automatically.
This result makes sense, considering that manual assessments are
burdensome and knowledge is quite dynamic and may be impacted
over time by many factors (e.g., forgetting and repetitions [21]).
Even so, manual assessments can be useful to alleviate the cold
start problem – e.g., when a recently hired individual has expertise
in a particular subject due to previous experiences, but has not
produced enough evidence in the organization context. External
sources can help to address this issue as well.

Concerning the use of non-technical aspects for recommending
experts (RQ5), first, we perceived that around one third of the ap-
proaches do not address expert recommendation. That means, al-
though these approaches identify experts, they do not recommend,
among the identified experts, which one would be more suitable for
the seeker’s needs. This is the case of approach #3, which uses the
degree of interaction among developers, and between developers
and artifacts, to measure developer knowledge and identify which
ones have more knowledge of elements of software development
projects. Only three out of the 12 approaches that recommend ex-
perts consider non-technical aspects. In #9, for example, a metric
called Social Relative Importance is proposed to quantify the social
distance between a knowledge seeker and an expert candidate aim-
ing at identifying the most suitable expert based on that aspect. In
#13, in turn, users rate each other using a scale between 0 (do not
know this person) and 5 (especially close). Based on this aspect, it is
possible that a close expert candidate with a lower expertise score
is recommended over an unknown expert with a higher expertise
score. The lack of approaches taking non-technical aspects into
account suggests an important gap. Identifying or recommending
experts considering only the knowledge and level of expertise they
possess may not be enough to ensure effective knowledge sharing.
Factors like lack of willingness to collaborate, limited time avail-
ability, lack of encouragement, and communication constraints can
lead people to fail in knowledge-sharing [18] and, thus, should be
considered when selecting experts to share knowledge.

As for the roles supported by the approaches (RQ6), there is a
predominance of developers. Considering that code repositories
have been the predominant source of expert evidence, this result
was indeed expected. Developers can need other people’s knowl-
edge and guidance to complete tasks on a daily basis, especially
when we consider the fast pace of technological evolution and the
wide range of different languages, frameworks, and patterns used in
software development. Experts can, thus, provide useful knowledge
to help developers improve the quality of the developed results (i.e.,
improve software quality) as well as increase performance when
producing them (i.e., process improvement). Managers were also
mentioned. Expert identification can help them develop the team by
boosting knowledge dissemination and identifying knowledge gaps.
Expert identification can also help managers define teams and hire
the most suitable candidate for a position. One could expect that
publications using code repositories as a source of expert evidence
would support developers. However, we noticed that this is not
always the case. For example, approaches #12 and #16 use data from
code repositories to support managers. Moreover, other sources
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can also be used to identify experts and help developers (e.g., #8
uses online forums).

Many publications do not make explicit the roles supported for
the proposed approach and, in these cases, we understand that they
can be used to support several roles.We believe that this happens be-
cause such approaches do not refer to any specific knowledge or do
not use sources of evidence addressing specific subjects. For exam-
ple, if we consider electronic documents as the source of evidence,
it is possible to extract knowledge related to different subjects, de-
pending on the document content. For instance, if the document
addresses requirements, it can provide information about experts
in requirements and, thus, support requirement engineers. On the
other hand, if the document concerns risk management, it can pro-
vide information about risk management experts and, therefore,
help managers.

Regarding processes/activities supported by approaches (RQ7),
most of the investigated approaches are not devoted to specific
processes or activities. They do not limit the domain knowledge
and, thus, aim to support the software process according to the
seeker’s needs. As a consequence, these approaches can be used
regardless of the specific knowledge being sought. In this way, they
can support a wide range of activities in software organizations.
For example, approach #1 uses keywords to identify experts. Thus,
it can be used to support different activities, depending on the
knowledge the keywords refer to.

Some approaches focus on specific processes/activities. These
approaches are important because they might better support pro-
cesses/activities by considering their particularities, which can in-
troduce the need for new requirements when identifying experts.
For example, if one is interested in knowledge sharing to support
requirements elicitation, the expert identification approach could
consider roles related to the business domain (e.g., business stake-
holders) in addition to the ones directly related to software devel-
opment (e.g., requirements engineer, developer). Given that expert
identification deals with satisfying knowledge needs and addresses
discovering the link between desired knowledge and candidate ex-
pert, it was expected that some approaches would support Human
Resource Management activities, such as identifying knowledge
gaps, acquiring the desired knowledge, and developing the team.
This is the case of the approach presented in #10, which consists of
a case study involving a mentoring situation in which an experi-
enced developer (expert) is identified to help a new team member
get knowledge of and become familiar with the project source code.

One approach (#8) is devoted to Requirements Definition, which
uses speech-acts combinations to discover knowledge related to
requirements expressing feature requests and bugs. Also, two ap-
proaches focus on the Implementation process. When relating this
result with the ones from RQ6, we noticed that developers appear
more in RQ6 than Implementation in RQ7. This occurs because
some publications do not limit the processes/activities supported
and, as we explained before, they could be used to support several
processes (including the implementation process).

Finally, concerning the use of conceptual ground (RQ8), more
than 80%s of the approaches do not consider any conceptual foun-
dation. Only a few are grounded in taxonomy or ontology. In #5, a
taxonomy is used as a foundation to formalize software develop-
ment and testing terms. In #8, in turn, a communication ontology

is extended and used to support a more robust and faster design of
expert finding systems. The small number of works committed with
a formal conceptualization suggests a lack of concern with semantic
issues, which can lead to conflicts whenever the same information
item is given divergent interpretations, a situation that may not
even be detected [48]. Neglecting these semantic conflicts can lead
to solutions that fail in achieving their purposes [39]. Given that
expert identification may involve different sources, artifacts, tools,
and technologies, a shared conceptualization could support, for
example, structuring knowledge, defining the solution conceptual
architecture, and helping extract and integrate data from different
sources [33]. In this way, expert identification approaches could
benefit from the use of ontologies, taxonomies, and other concep-
tual grounds.

Based on the panorama provided by the study results, in sum-
mary, we can say that, in general, expert identification approaches
that support knowledge sharing in the software development con-
text have been automated and based mainly on data stored in source
repositories (although other artifacts have also been used). More-
over, although the approaches have supported software develop-
ment, they have not been devoted to specific roles or activities.
There has been a lack of concern with semantics and non-technical
aspects when identifying experts. The former may result in misun-
derstanding data and information considered to identify experts as
well as in difficulties to integrate knowledge from different sources.
The latter may result in the identification of experts that possess
the desired knowledge but are not the most suitable ones to share
it with a particular seeker.

6 LIMITATIONS OF THE STUDY
Even though the goal of a systematic mapping is to summarize all
relevant research in an area, different sets of publications can be
obtained considering the number of decisions and judgments taken
[52]. As any study, our study has limitations that must be consid-
ered together with the results. In addition, some challenges can
reach the researchers during a systematic mapping, such as how to
select a comprehensive and relevant source of publications, how to
consistently apply the inclusion/exclusion criteria, how to classify
data, and how to interpret them. In this study, we experienced these
challenges and carried out some actions aiming at minimizing their
influence on the results. In this section, we discuss some of the
study limitations and some challenges we faced.

One limitation refers to the subjectivity embedded in publica-
tion selection and data extraction.Publication selection and data
extraction were performed by the first author. The second author
performed the same steps and the results of each reviewer were then
compared. We performed an analysis of the degree of concordance
in publications selection to measure the level of agreement between
the results obtained from the researchers in the selection process.
For this, we calculated the kappa coefficient [22] and obtained the
value 0.8, which, according to Landis and Koch [22], means sub-
stantial agreement. Discordance and possible biases were discussed
until we reached a consensus.

Another limitation refers to the sources and adopted search
string. Terminological problems in the search string may have led
to missing publications. In order to minimize these problems, we
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performed previous simulations in the selected databases. Even
though we have used several terms, there are still synonyms that
we did not use (e.g., specialist). Therefore, relevant publications may
not have been captured in our study. Concerning the sources, we
decided not to search any specific conference proceedings, journals,
or grey literature. Thus, we have just worked with publications
indexed by the selected electronic databases. The exclusion of these
other sources makes the review more repeatable, but possibly some
valuable studies may have been left out of our analysis. To minimize
this limitation we performed backward snowballing. The fact that
we did not carry out forward snowballing (i.e., look for relevant
publications by analyzing the ones citing the publications selected
in the study) has to be considered as a limitation that can cause
relevant publications not to be captured. Moreover, we could not
reach the full text of six publications that required payment to
access the paper. We contacted the authors asking for the papers
but we did not receive them.

The classification schemas for categorizing data in some research
questions also have some limitations. Some of them were based
on classifications previously proposed in the literature (e.g., type
of research [51] and software process activities [11]). Others were
established during data extraction (e.g., expert sources), based on
data provided by the selected publications. Determining the cate-
gories and how publications fit them involves a lot of judgment.
Therefore, other researchers could obtain different results.

Lastly, data interpretation also involves tacit knowledge and judg-
ment, which may lead different people to get different conclusions.
Aiming to minimize this threat, two of the authors represented the
results using charts and tables, and interpretation was performed
by the three authors iteratively, considering the research questions.
In this way, complementary interpretations were combined and
different interpretations were discussed.

7 FINAL CONSIDERATIONS
The increasing use of agile approaches and the changes in the way
people work and communicate in software organizations involve a
lot of tacit knowledge and have grown the need for knowledge shar-
ing. Therefore, identifying people who have knowledge of specific
subjects and can share it with others is of paramount importance.

In this paper, we presented a mapping study that investigated ap-
proaches for identifying experts to share knowledge in the software
development context. A total of 101 publications were considered
and 17 of themwere selected. Eight research questions were defined
to investigate the following facets: (i) distribution of the selected
publications over the years and the type of vehicle; (ii) research
type; (iii) artifacts used as sources for identifying experts; (iv) exis-
tence of automated support; (v) use of non-technical aspects; (vi)
supported roles; (vii) supported processes and activities; and (viii)
use of conceptual grounds. The study contributes by providing a
panorama of research related to the topic. In summary, there is a
predominance of automated solutions based mainly on data stored
in source repositories. The approaches have supported software
development as a whole (only a few are devoted to specific roles or
activities) and there has been a lack of concern with semantics and
non-technical aspects when identifying experts.

From the panorama revealed by the study, we can highlight some
issues that can be further investigated in future research. First, al-
though the subject is relevant, it seems to exist a gap between
theory and practice. Thus, it is important to get closer to practical
settings to better understand the practitioners’ needs and the con-
straints that may impact the proposed solutions. Only by taking the
proposals to the software industry it will be possible understand
what really works and what needs to be improved.

Another point is related to the artifacts used as sources of expert
evidence. Although several artifacts have been used, we believe
that there are opportunities to better explore them by considering
new artifacts (to leverage the full range of knowledge evidence)
and combining them. In this context, data and information integra-
tion issues need to be taken into account. Moreover, it would be
interesting to investigate which sources can be more suitable for
different knowledge needs and how to make the most of them.

The limited set of specific roles and processes supported by the
approaches indicates that the approaches have been general. On one
hand, this is good because does not limit the solutions to a particu-
lar problem. On the other hand, specific needs and requirements
related to certain roles and processes may have been neglected.
This suggests the need for further investigation of the approaches’
comprehensiveness and of their effectiveness to support different
roles and processes. Also, knowledge needs of specific roles and
processes could be identified in order to be properly met by expert
identification approaches.

The lack of concern with non-technical aspects and conceptual
ground indicates an important gap. Identifying experts based only
on the possessed knowledge may work in some contexts, but when
is the case of knowledge sharing, other important aspects should
be taken into account because they will influence directly in knowl-
edge sharing effectiveness. Therefore, further investigation on non-
technical aspects would be welcome. As for conceptual grounds, as
expert identification deals much with knowledge representation,
the use of ontologies, taxonomies, thesaurus, and others could be
helpful. For example, they could be used to provide a common
conceptualization to support mapping knowledge evidence (par-
ticularly when using multiple sources) and achieve a finer-grained
understanding of knowledge evidence.

In conclusion, expert identification has become more and more
necessary to support people perform software-related activities.
There are several proposals on this subject and advances have been
achieved in the last years. However, there are still some issues to
be addressed, such as the ones aforementioned. As future work,
to complement the panorama provided by the mapping study, we
intend to carry out a survey with software professionals aiming
to investigate how they have shared knowledge and how experts
have been identified. This will enable us to compare results from
the literature and practice and get insights on how to contribute to
both, researchers and practitioners.

ARTIFACT AVAILABILITY
The study package (study protocol, results from the publications
selection and data extraction procedures) is available in [7].
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