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\textbf{Abstract.} This paper is written in honour of Ricardo de Almeida Falbo, on the occasion of his formal retirement. Some aspects of his career are discussed from two complementary directions. The first direction concerns his contributions from the area of ontologies to software engineering – helping to shape what is now known as Ontology-Driven Software Engineering. The second direction regards his contributions employing insights from Software Engineering to derive solutions to the area of Ontology Engineering.
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\section{Introduction}

Ricardo Falbo studied Mechanical Engineering, with graduate studies in Information Systems (System Analysis) and Industrial Engineering, as well as a master’s degree in Environmental Engineering. Despite his formal training in engineering, his professional interests soon led him to the world of software. After working as systems developer, he initiated a career as a lecturer in Computer Science. He then went to pursue a PhD in Computer Science, in which he wanted to address the problem of knowledge integration in software engineering tools.

The engineering background has had a clear impact during his entire research and teaching career. Despite of his interest in theoretical work, he has always been obsessed with the development of practical engineering tools that practitioners could use for problem-solving. Simplicity and usability have always driven his involvement in development efforts.

During his PhD studies, he studied logics and knowledge representation, and was introduced by one of his supervisors (Crediné Menezes) to the work of the philosopher Mario Bunge [30]. At that time, he also came in contact with an emerging community of ontologies in computer science in the mid-1990s [45, 84]. From that point on, the backbone of his research career would develop in the interplay between ontologies and software engineering.

As an early ontologist, Falbo made seminal contributions to the area of what came later to be known as Ontology-Driven Software Engineering. These contributions, dis-
cussed in Section 2, include the creation of a network of ontologies capturing knowledge in a multitude on software engineering sub-domains. Moreover, by leveraging on these software engineering ontologies, he made contributions to developing methodological approaches for performing a number of software engineering activities, including a pioneering work in the area of Domain Engineering. Finally, still with the support of these ontologies, he led the development of a number of computational tools for supporting software engineering activities designed to support both automated reasoning as well as knowledge integration.

Falbo made several important contributions adapting mature techniques from Software Engineering to the then incipient area of Ontology Engineering. These contributions discussed in Section 3 include the SABiO method for ontology engineering, as well as computational tools developed for supporting the development of ontologies following that method. Furthermore, by adapting the notion of generic process models, he proposed a practical approach that revived the (by then, forgotten) notion of Task Ontologies. Finally, once more drawing on the software engineering tradition, he contributed to conceptual clarification work in the area of Ontology Design Patterns and proposed a seminal approach for developing Pattern Languages in this area.

After discussing these two streams of contributions, we present some final considerations in Section 4. Finally, Section 5 concludes the paper with some personal notes from the authors.

2 Ontology-Driven Software Engineering

2.1 Software Engineering as a Domain

Falbo was already a software engineer when he discovered the area of ontologies. For this reason, it was natural for him to treat Software Engineering as his first complex and vast domain of interest, and one whose knowledge should be explicitly captured as domain ontologies. Throughout his research career, he and his collaborators produced a multitude of domain and task ontologies addressing many sub-domains in Software Engineering. These include Software Process (appearing as early as [15], but later refined in [10], [53], and [69]); Software Development Methodologies [75]); Software Requirements [28, 39, 64, 66], including Run-Time Requirements [38]; Software Organizations [23]; Software Measurement (including domain [25] and task ontologies [24]); Software Configuration Management (including domain [22] and task ontologies [32]); Software Quality [40], Software Code and Design [2, 3], Software Testing [60, 82], Software Errors [37], and Software Project Management [26, 27].

This line of work later culminated on the SEON (Software Engineering Ontology Network) project (http://dev.nemo.inf.ufes.br/seon/). As indicated by the name, the idea of SEON is the creation of an integrated network of formal domain ontologies for supporting Knowledge Management in Software Engineering [74]. As depicted in Figure 1, the network is organized in layered structure in which a number of domain ontologies are created by extending Core Ontologies, which in turn are grounded in the UFO foundational ontology [49, 55].
2.2 Ontology-Based Methodological Support for Software Engineering Activities

In addition to his contribution developing knowledge artifacts for software engineering (see Section 2.1) and frequently building on these artifacts, Falbo made several methodological contributions to the area. These include ontology-based approaches for Requirements Engineering [14], for software documentation [26, 27], as well as for the semantic integration of Software Tools, including COTS (Components Off-the-Shelf) tools [31]. We focus here, however, on the contributions of Falbo to the topic of Domain Engineering.

In general, a domain engineering process is composed of the following subactivities: domain analysis and domain design, the latter being further decomposed in infrastructure specification and infrastructure implementation. Intuitively, domain engineering can be considered analogous to software application engineering, however, operating at a meta-level, i.e., instead of eliciting requirements, designing and implementing a specific application, the target is on a family of applications in a given domain [47, 67].

The product of a domain analysis phase is a domain model. A domain model defines objects, events and relations that capture similarities and regularities in a given domain of discourse. Moreover, it serves the purposes of a unified reference model to be used when ambiguities arise in discussions about the domain (communication), and a source of knowledge that can be used in a learning process about that domain. In summary, the specification produced by the domain modelling activity is “a shared representation of entities that domain experts deem relevant in a universe of discourse, which can be used to promote problem-solving, communication, learning and reuse in a higher level of abstraction” [21]).
As discussed in [49], the challenge in domain modeling is finding the best concepts that can be used to create representations of phenomena in a universe of discourse that are both as reusable as possible and still truthful to reality. The field, however, at the time was severely debilitated by a lack of concrete and consistent formal bases for making modeling decisions. Given the clear consonance between domain models in this context and a domain ontology, Falbo, Guizzardi and colleagues [11, 52] propose a domain engineering approach that could profit from the existing formal and theoretical maturity of the area of formal ontologies [48]. In this approach, they advocate the role of formal ontologies for software reuse and demonstrate how ontologies can support several tasks of a reuse-based software process. In order to support that process, they propose a new formalization for the LINGO language (see Section 3.1), and a constructive approach for deriving object-oriented frameworks from domain models (domain ontologies) represented in that language, but one which preserves the intended semantics of the original models. The framework derivation methodology proposed is supported by a spectrum of techniques, namely, mapping directives, design patterns, formal translation rules, and a framework using computational reflection mechanisms implementing the semantics of LINGO. In particular, in [52] they introduce a design pattern to preserve some ontological properties of part-whole relations (non-reflexivity, asymmetry, transitivity and shareability) in object-oriented implementations.

This approach was pioneer in introducing ontologies to domain engineering. It has been then employed for the creation of a number of object-oriented frameworks in many of the software engineering domains discussed in Section 2.1 (e.g., [11,13,52]). In fact, it has been employed for the construction and integration of basically all tools constituting the ODE Semantic Software Engineering Environment (see Section 2.3). However, besides being a method for Ontology-Based Domain Engineering, this was also an early method for Ontology Engineering, allowing the codification of ontologies in terms of object-oriented code. This Ontology Engineering aspect of the approach (including the aforementioned object-oriented code generation capabilities) was automated by the construction of the Ontology Development tool discussed in Section 3.2.

2.3 Ontology-Based Tools for Software Engineering

Another clear contribution of Ricardo Falbo to the area of Ontology-Based Software Engineering was formulated as as goal of Semantic-Aware Model-Based Tools for Software Engineering [13]. Falbo’s idea was to approach software engineering as a domain (see Section 2.1), which can then be explicitly represented as a set of interconnected ontologies. By leveraging on these ontologies, one can, on one hand, (i) develop Software Engineering tools that can benefit from automated reasoning over these models; on the other hand, (ii) promote seamless integration of different software tools that are employed in software engineering processes.

In fact, since his PhD thesis [41], Falbo emphasized the idea that there can be no unique Software Engineering process suitable for developing all kinds of software in all kinds of contexts. To address that, he contributed to a meta-tool (called TABA, see Figure 2) that instantiates different software engineering tools each of which is suitable for different software engineering settings. This is done by leveraging on a set of ontologies for the software engineering domain [15].
After his PhD defense, Falbo founded in the Federal University of Espírito Santo a research group named LabES (Laboratory for Software Engineering). In that context, he took this project of a Semantic Software Engineering Environment (SSEE) to another level. In a long term project entitled ODE (Ontology-Based Software Development Environment) [20, 42, 77] (see Figure 3), Falbo and his group aimed at addressing the aforementioned challenges (i) and (ii), and produced an integrated suite of tools for software engineering to support ontology-based automated reasoning (in Prolog) and domain knowledge integration. ODE was designed as an ontology-based Knowledge Management environment for Software Engineering [7], supporting domain ontology creation and management, as well as ontology-based software engineering activities such as software process definition as well as quality control and documentation [40], software estimation [68], resource allocation, risk analysis [18, 33], human resource management [77], agent-based proactive knowledge dissemination [16], etc.
3 An Engineering Approach to Ontology Development

3.1 A Systematic Method for Ontology Engineering

In the second half of the 1990s, we started to see the emergence of the first ontology engineering methodologies. These proposals were extrapolations from the experience of developing ontologies in specific domains. Examples included the TOVE methodology [44] and the METHONTOLOGY [43]. In that context, and drawing from their experience in building ontologies for the TABA Software Engineering Meta-Environment (see Section 2.3), Falbo and colleagues proposed an initial approach for systematizing the landscape of the state of the art in ontology engineering at the time [15]. This approach is illustrated in Figure 4.

![Fig. 4: An initial proposal of a method for Ontology Engineering (from [15]).](image)

A distinctive feature of this approach, which differentiated it from other existing methods in the literature back then was the proposal of a visual language for ontology representation. Taking inspiration from the conceptual modeling literature, Falbo and colleagues propose LINGO [41], an epistemological level diagrammatic language containing modeling primitives such as subtyping and parthood. Moreover, this work also proposes first-order logics rendering of these primitives such that the language can be used as a device for theory inclusion, i.e., whenever a language fragment is used, an equivalent first-order rendering of that fragment would be generated. The semantics of this language was advanced in [52] and [48]. The proposed set-theoretical semantics was formulated as to facilitate the translation from LINGO models to the Object-Oriented paradigm (see Section 2.2). Furthermore, by incorporating additional ontological distinctions in the set of modeling primitives of this language (e.g., those distinguishing types, roles and attributions), this approach later inspired the creation of a full-blown conceptual modeling language grounded in a foundational ontology, namely, OntoUML [49].

In fact, following his continuous interest in conceptual modeling and knowledge representation, Falbo contributed to the evolution of OntoUML [5, 78] as well its underlying foundational ontology UFO [56]. In particular, to the proposal of a version of

---

3 Despite the meaning of “slang or jargon shared by a specific community”, LINGO was also used as an abbreviation for LINGuagem de Ontologias, i.e., Language for Ontologies, in Portuguese. In [15], the authors use the English translation for LINGO (GLEO - Graphical Language for Expressing Ontologies).
Fig. 5: Examples of a Task Ontology (from [62]).
OntoUML (dubbed E-OntoUML [61]) that was designed for the representation of the so-called Task Ontologies [46]. Task Ontologies were on a par with Domain Ontologies in early engineering methodologies. Besides, analogous to the way domain ontologies were intended to represent domain regularities independent of application, Task Ontologies were meant to represent a “generic task or activity (like diagnosing or selling), by specializing the terms introduced in the top-level ontology”. Like in the case for domain ontologies, most ontology engineering approaches used logical languages for representing Task Ontologies. In fact, in earlier ontology engineering methods, Task Ontologies were associated with PSMs (Problem-Solving Methods) in Knowledge-Based Systems Engineering. However, once ontologies moved beyond that community, Task Ontologies were more and more neglected in the literature. By building on the literature of generic process models and even workflow patterns [36], Falbo contributes to proposing a version of UML Activity Diagrams, combined with OntoUML structural models for capturing generic and reusable task models [62]. Figure 5 depicts an example of a Task Ontology following Falbo’s approach. At the top of the figure, we have the representation of a generic “Lending Task”, with the refinement of the “Lend Item” sub-task in the lower part. Types such as (chosen, rented) Item or Agreement represent roles in these tasks that can be played by entities of multiple kinds, i.e., the so-called role mixins [49], and should be represented in a complementary OntoUML model.

Building on the experience acquired developing in a multitude of domains (e.g., see Section 2.1), Falbo then evolved his initially proposed method culminating in the Systematic Approach for Building Ontologies: SABiO4 [6]. (See Figure 6 for an overview.)

---

4 The term ‘sábio’ in portuguese means ‘wise’.
Drawing on the methodological approach defended in [50] and later in [12], SABiO incorporates an explicit distinction between Reference Ontologies and Operational Ontologies: while the former are models created with the purpose of maximizing domain appropriateness (expressivity and truthfulness to the domain being represented) and comprehensibility appropriateness [49], the latter are codified versions of these designed with the purpose of addressing specific sets of non-functional requirements, architectural choices, and modeling languages. Another aspect of Falbo’s work that influenced SABiO is his approach on Ontology Patterns as discussed in Section 3.3. Besides the development of several ontologies in software engineering (see Section 2.1), over the years, this methodology has been adopted in a number of initiatives for building ontologies in domains as diverse as aspect-orientation [58, 70], clinical reasoning [73], and knowledge explanability [29], among many others.

3.2 Software Engineering-inspired Tools for Ontology Engineering

Due to his engineering background, since his first attempts to propose an ontology engineering method (see Section 3.1), Falbo was aware of the importance of supporting such methods with computer-based tools. In [63, 83], he proposes a tool termed ODEd (Ontology Development Editor) (see Figure 7). ODEd was designed (i) to support the definition of concepts and relations, using graphical representations (based both on LINGO and on an initial UML profile for ontology representation); and (ii) to promote automatic generation of some classes of axioms from models created in these languages. Moreover, ODEd also supports the derivation of object-oriented frameworks from ontologies, following the method discussed in Section 2.2. In addition, it supports the creation of a hypertextual documentation for the ontology. Finally, it includes a software agent (OntoBoy) that assists the user in the ontology creation process.

![Fig. 7: The ODEd Ontology Development Tool (from [63]).](image-url)
3.3 Pattern-Based Ontology Engineering

The connection between ontologies and design patterns appears in the work of Falbo and colleagues since the early 2000’s [48, 51, 52]. In [12], building on the separation of reference and operational ontologies (see Section 3.1), and drawing on his software engineering background, Falbo collaborated to the terminological clarification regarding the notions of patterns in ontology engineering. Moreover, in this paper, Falbo and colleagues make the case that the confusion related to the term ontology patterns was connected to the lack of a clear separation of conceptual and operational concerns in areas such as Knowledge Engineering and the Semantic Web. In that work, they contribute to organizing the space of ontology patterns, showing that the ontology engineering literature at times abused the semantics of these terms borrowed from the Software Engineering literature. For example, the term Ontology Design Pattern is used not as a standard solution to a recurrent design problem but as a very general category, including patterns as different as what in software engineering is termed Analysis Pattern as well as idiom (or ontology coding pattern), the latter concerning solutions to circumvent language specific problems. In the proposed space, this work distinguishes the categories of: (a) Conceptual Patterns comprising Foundational Ontology Patterns (conceptual solutions extracted from Foundational ontologies), and DROPs or Domain-Related Ontology Patterns (conceptual solutions extracted from Reference Domain ontologies); (b) Architectural Patterns addressing architectural problems (e.g., ontology complexity management); (c) Design Patterns addressing design problems, such as guaranteeing some reasoning patterns, addressing ontology non-functional requirements (e.g., tractability), or circumventing limitations of a class of languages (e.g., how to model n-ary relations in languages that are limited to binary relations); (d) Idioms. In that paper, they also investigate the different mechanisms through which patterns are reused, namely, reuse by extension, typically associated with DROPs, or reuse by analogy, which is the main mechanism associated with foundational patterns (but not only).

In [8], Falbo and colleagues show that, while in the ontology engineering community patterns were mostly (re)used as stand alone entities, a whole new range of benefits could be achieved if there were complete guidelines guiding the process of interrelating patterns forming solutions to larger problems. Borrowing the term from software engineering, they then propose the notion of Ontology Pattern Language (OPLs) (later refined in [9]) as a network of interrelated ontology patterns along with a procedure for systematically using them in tandem. A pattern language defines not only a temporal ordering for the application of patterns but also relations between these patterns, such as those showing that they require the presence of each other, or that they are variants as solutions to the same problem. In that paper, they also demonstrate the role of Core Ontologies for extracting DROPs that can then be easily combined to form pattern languages: “as patterns move closer to a Domain ontology, they agglutinate to form a stable model, i.e., the constraints on how they can be inter-related become so strong that the very domain model is practically the only way they can appear together, thus, lacking the potential for recurrence which is part of the very definition of what a pattern is. That is why we advocate that DROPs occurring at the level of Core Ontologies are the best candidates for being organized as ontology pattern languages.”.
As initially demonstrated in [54], in a modeling language such as OntoUML that explicitly commits to a foundational ontology, its modeling primitives are not low granularity ones such as class, attribute or relationships, but conceptual patterns reflecting micro-theories of the underlying foundational ontology. Hence, such a language is a pattern language in the strong sense of language. In fact, as shown in [85], the grammar of OntoUML can be expressed as a graph-rewriting pattern grammar.

In [78, 79], Falbo and colleagues demonstrate how an iterated combination of “pattern representation systems” at different levels can contribute to maximize the benefits of reuse of ontological structures. This idea (partially illustrated in Figure 8) amounts (in a nutshell) to the following strategy: (i) a domain-independent pattern grammar such as OntoUML (constituted by foundational patterns) can be used to directly build domain ontologies; (ii) by using the approach proposed in [8, 9], one can then build a Domain-Specific OPL by extracting DROPs from these core ontologies; (iii) these OPLs can be used to effectively create domain ontologies in the respective domains.

---

Fig. 8: Combining the benefits of Foundational Ontology Patterns and DROPs [6]).

---

5 In [8], when discussing OPLs as systems of DROPs, Falbo and his co-authors write “the use of the term ‘language’ is, in fact, a misnomer, given that a pattern language does not typically define per se, a grammar with an explicit associated mapping to a semantic domain. However, if we focus on a more general concept of a representation system, we may consider the constituent patterns as an alphabet of higher-granularity primitives. Moreover, in this case, we can consider the procedural rules prescribing how these primitives can be lawfully combined as defining a set of valid possible instantiations for that representation system. Perhaps, a more appropriate name would be ‘Pattern System’.”
In line with their concern in developing computationally supporting tools for their approach (see Section 3.2, in [78, 79], this strategy is implemented in the OntoUML editor (OLED) (see Figure 9).

An example of the application of this strategy to create an ontology of Car Rentals is shown in Figure 10. As depicted there, we have the application, by analogy, of the Role and RoleMixin OntoUML patterns, as well as the application, by extension, of the Service Offering and Agreement DROP (extracted from the UFO-S ontology, which is itself represented in OntoUML [65]).

Over the years, a number of OPLs have been developed following this approach addressing several domains, including Service Modeling [17, 72], Software Process Harmonization [76], Enterprise Modeling [19], Software Testing [81] Measurement [25], Configuration Management [4], among many others. As always, conscious of the need for providing engineering tools for operationalizing the use theoretical results, in [71, 80], Falbo and colleagues treat OPL design as a domain in itself and employ a systematic language engineering method to propose a domain-specific modeling language for representing OPLs (called OPL-ML). Figure 11, summarizes the visual notion of this language, whose application is then illustrated in Figure 12 where it is employed in the design of S-OPL (an OPL for service modeling based in UFO-S [17, 72]).
4 Final Considerations

In this paper, we review the long term research program carried out by Ricardo Falbo throughout his career. On one hand, as an engineer, Falbo has always been driven by concrete solutions and for the need of developing practical engineering tools. In particular, as a software engineer, he continuously adopted insights from software engineering to propose new and to improve existing solutions in Ontology Engineering. As shown in this paper, these include contributions to developing: a systematic method for ontology engineering; a set of pattern-based solutions for ontology design; and a number of computational tools for the discipline. On the other hand, as an ontologist, he brought the theoretically grounded methods of that discipline to continuously tackle conceptual problems in software engineering. This includes developing reference ontologies for a number of complex software engineering domains, as well as leveraging on these
ontologies to: improve the methods of that discipline regarding, for instance, requirements engineering, application integration, and domain engineering; develop semantic software engineering tools based on these ontologies for supporting effective knowledge management in Software Engineering.

Unswayed by buzzwords and fashion, Falbo consistently followed this research program, leading for many years a Laboratory for Software Engineering Research (LabES), and later co-founding the Ontology and Conceptual Modeling Research Group (NEMO). In these initiatives, he has always been a natural leader, combining intellectual sharpness and rigour, creativity, enthusiasm, kindness and humility, in a manner that is uncommon in science (as well as generally in life). In his research career, Falbo inspired many colleagues and students, and established a network of collaborators in different countries. Together they produced results that are constantly used by scholars internationally. However, despite these remarkable qualities as a researcher, Falbo used to say that if he had to choose between being a scientist, a practitioner, or a professor, he would chose the latter. This is because, he judged, in that way, he could perhaps have the chance of having a deeper and long lasting influence on people. That certainly worked on us.

5 Personal Notes

Giancarlo: I met Ricardo when I was still a bachelor student and he was working towards finishing his PhD thesis. In the mid 1990’s, I was drawn by the problem of producing precise representations that could capture application-independent domain
regularities. After attending one of his presentations, I decided to send him my very first paper on that topic, to which he replied “This is very interesting! What you are doing here is an ontology. Have you heard about ontologies?” then giving me a copy of Nicola Guarino’s ‘The Ontological Level’ [45] (see Nicola Guarino’s personal letter in this volume). This is how I was first introduced to the research topic that would be the cornerstone of my own research program for more than two decades. Since then, we have developed a pleasant, fruitful and long-lasting research collaboration that has so far resulted in 44 joint publications, in topics ranging from Domain and Ontology Engineering, Web Engineering, Ontologies in Software Engineering and Enterprise Modeling, Domain-Specific Visual Language Design, as well as in the foundations of the UFO ontology and the OntoUML language. But, first and foremost, I consider him a mentor, one of my dearest friends and, simply, one of the best people I know.

João Paulo: Towards the end of my undergraduate studies (around 1998), Ricardo and Crediné Menezes taught together a course on object-oriented software engineering. The course was naturally informed by their investigation into ontology-based approaches, which resulted in a very interesting experience to me as a student. It was an excellent first impression of him! Years later, when I was hired at UFES, I soon realized that he was not just a great teacher, but also a wonderful friend and an extraordinary colleague. He is generous, sincere, and one of the most sensible voices around. He thinks and speaks calmly, always focusing on the essence, with no room for distractions or pretension! I have the greatest honor and pleasure to work with him. Together, we supervised a number of Ph.D. students and worked on advances in UFO (particularly UFO-B and UFO-S) and OntoUML. Ricardo has a simple and practical attitude to work that gets things done with zero stress. This attitude is a key part of what we now call warmly “Falbo’s approach”. I am very grateful he has shared his approach with us. It is not only an approach to ontology but also an inspiring approach to life!
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